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This is the first in a series of reports describing the application of temporal logic to the
specification and verification of concurrent programs.

We first introduce temporal logic as a tool for reasoning about sequences of states. Models
- of concurrent programs based both on transition graphs and on linear-text representations  are

presented and the notions of concurrent and fair executions are defined.

The general temporal language is then specialized to reason about those execution sequences
that are fair computations of a concurrent program. Subsequently, the language is used to describe.
properties of concurrent programs. 4 .

The set of interesting properties is classified into invariance (safety), eventuality (liveness),
and precedence (until) proper ties. Among the properties studied are: partial correctness, global
invariance, clean behavior, mutual exclusion, absence of deadlock, termination, total correctness,
intermittent assertions, accessibility, responsiveness,  safe liveness, absence of unsolicited response,
fair responsiveness, and precedence.

In the following reports of this series, we .will use the temporal formalism to develop proof
methodologies for proving the properties discussed here.

* * * * * * *

.
A preliminary version of this paper appears in The Correctness Problem in Computer Science (R.
S. Boyer and J S. Moore, eds.), International Lecture Series in Computer Science, Academic Press,
London, 1981.
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INTRODUCTION

Temporal logic is a special branch of logic that deals with the development of situations in
time. Whereas ordinary logic is adequate for describing a static situation, temporal logic enables
us to discuss how a situation changes due to the passage of time. An execution of a program is
precisely a chain of situations, called execution states, that undergo a series of transformations
determined by the program’s instructions. This suggests that temporal logic is an appropriate tool
for reasoning about the execution of programs. The special advantage of this approach is that it
enables us to formalize the entire execution of a program and not just the function or relation it
computes.

The temporal logic approach offers special advantages for the formalization and analysis of
the behavior of concurrent programs. Concurrent programs have long been a difficult subject to
formalize and have often defied generalization of methods that worked perfectly for sequential
programs.

One inherent difficulty in analyzing a concurrent program is that when combining two processes
to be run in parallel, we cannot infer the input-output relation computed by the combined program
from just the input-output relations computed by each of the individual component processes. The
obvious reason for this is that, running in parallel, the processes may interfere with one another,
altering the behavior each would have when run alone. Consequently, in order for any approach
to stand a chance of success, it must deal with more than the input-output relation computed by
a program. It should be concerned with execution sequences in one form or another, as well as be
able to discuss mid-execution events.

Another inherent difficulty is the discontinuity associated with the simulation of concurrency
by multiprogramming. A very convenient and widely used model of real concurrency is to regard
the participating events as composed of many atomic basic steps. Then instead of requiring that
these basic steps occur concurrently, we consider sequences in which these steps are interleaved in
all possible ways. The problem with modelling concurrency by multiprogramming (interleaving)
is that without further restrictions a certain process can be discriminated against by having its
execution continually delayed. Disallowing this discrimination introduces a discontinuity into ihe
set of interleaved execution sequences.

Consequently, any approach which is based strongly on the concept of continuity, such as
the denotational approach or equivalent relational ones, is bound to face severe difficulties when
extended to deal with concurrency.

Temporal logic avoids both these difficulties by (a) being geared from the start to analyze
-and formalize properties in terms of execution sequences, and (b) not being based on limits and
assurnptions of continuity. In fact, it can very easily and naturally express such concepts as
“eventually” which describes an event arbitrarily ahead in the future, but still a finite duration
away.

In this report we introduce the framework and language of temporal logic and demonstrate
its appropriateness for describing properties of programs.

We start with an exposition of modal logic whose domain of interpretation is a set of states
and (general) accessibility  relations connecting these states. We then specialize to temporal logic
which requires that the states form a linear discrete sequence. Linear discrete sequences can be
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used to describe
temporal logic is

a dynamic process that goes through changes at discrete
suitable for reasoning about such dynamic processes and

instants. Consequ
their behavior in

.ently,
time.

Next, we present a model of concurrent programs. The basic model is based on several
concurrent processes, each of which is given in the form of a transition graph or a linear-text
program. Executions of concurrent programs are defined to be an interleaving of execution steps,
each taken from one of the processes. We discuss the conditions under which an interleaved
execution faithfully represents real concurrency. One of these conditions calls for the interleaving
to be fair in that no process is neglected for too long.

We then show how the language of temporal logic can be further specialized to reason about
execution sequences of programs. In this way, properties of programs which are expressible as
properties of their execution sequences are readily formalizable.

The rest of the report overviews in a systematic manner the different properties of interest.
They are classified into:

l Invariance properties, stating that some condition holds continuously throughout the computa-
tion.

l Eventuality properties, stating that under some initial conditions, a certain event (such as the
program’s termination)  must eventually be realized.

l Precedence properties, stating that a certain event always precedes another.

For each class of properties, we present several typical and useful properties together with
sample programs illustrating these properties.
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